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Abstract—Both employers and graduate schools expect computer science graduates to be able to work as developers on software projects. Software engineering courses present the opportunity in the curriculum to learn the relevant skills. This paper presents our experience from Wayne State University and reviews challenges and constraints that we faced while trying to teach these skills. In our first software engineering course, we teach the iterative software development that includes practices of software change, summarized in the phased model of software change. The required resources for our software engineering course are comparable to the other computer science courses. The students - while working in teams - are graded based on their individual contribution to the team effort rather than on the work of the other team members, which improves the fairness of the grading and considerably lessens the stress for the best students in the course. Our students have expressed a high level of satisfaction, and in a survey, they indicated that the skills that they learned in the course are highly applicable to their careers.
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I. INTRODUCTION

Both employers and graduate schools expect computer science graduates to be able to work as developers on realistic software projects [1]. The first software engineering course (1SEC) is the first and sometimes the only opportunity in the curriculum to learn the relevant skills. Another frequent objective of 1SEC is to survey the large body of knowledge that software engineering discipline acquired. 1SEC should also give students a realistic picture of software engineering discipline and motivate them to pursue software engineering careers. A well thought-out 1SEC carefully balances these objectives, and takes into accounts realities of the curriculum within which 1SEC is offered.

Of these objectives, teaching fundamental skills is the most important one, not only because these skills are practically usable in the students’ future careers, but also because their possession helps the students to understand the issues that are discussed in other parts of the software engineering discipline. Mary Shaw eloquently argued for “identifying distinct roles in software development and providing appropriate education for each” [2] which closely corresponds to the experience reported in this paper. In 1SEC, we teach the role of the software developer as the first priority because other software engineering roles derive from it.

Section II of this paper outlines the choices that we faced and decisions that we made when creating 1SEC that teaches the developer role. Section III presents the topics that the course covers. Section IV evaluates our experience, Section V surveys related work, and Section VI contains summary and future work.

II. THE INSTRUCTOR’S CHOICES

1SEC is a part of Wayne State University (WSU) upper division computer science curriculum and in the past, it was taught in a traditional way, essentially as a survey course accompanied by a team project that followed a waterfall model. The project was a typical one-semester project of a small size, low code quality, and homogenous architecture that reflected the limitations of the waterfall and limitations of the student background. When we updated the course in order to focus on the fundamental developer skills in realistic setting, we faced several obstacles that boil down to the restricted time in the course combined with fixed objectives. Within this context, we made choices and trade-offs that are described in this section.

Figure 1 summarizes our experience with the student learning, described as the pyramid of the skills that build on top of each other. The first skill is the introductory programming skill that is acquired in the prerequisite courses; the students who have these skills are able to develop small programs. Next layer is a mastery of a portfolio of project
technologies that are used in realistic projects. This is followed by “code development” that we consider the main objective of 1SEC. The more advanced practices that constitute the rest of software engineering discipline are the next layer of the pyramid. This section describes the student learning during 1SEC, our choices that facilitate it, and the “seven deadly sins” that we tried to avoid.

It should be noted that in our classrooms, there is always a small minority of students who have already acquired the skills represented by large part of the whole pyramid of Figure 1. However we believe that teaching of 1SEC should be aimed at the great majority of the “middle students” and not just the top few. The students in this great majority do not know the material of 1SEC from their previous experience, but they are able and willing to learn it. It is important for them to learn software engineering skills layer by layer; otherwise they will face difficulties and disappointments when confronted with the expectations explained earlier.

In order to aim at them, the material of 1SEC starts where the prerequisite courses finished, and teaches the developer skills in increments of gradually increasing complexity.

A. Portfolio of Project Technologies

Developer skills taught in 1SEC require a realistic project on which students practice these skills. However these projects require knowledge of a portfolio of technologies. A typical portfolio consists of the following:

- Programming language (C++, Java, …)
- IDE (Visual Studio, Eclipse, …)
- GUI (Swing, MFC, net, …)
- Database (SQL, Hibernate, …)
- Testing tools (Abbott, Junit, …)
- Modeling (UML, XML, …)
- Intra-team communication (Wiki, Blackboard, …)
- Version control (CVS, Subversion, …)

In the ideal curriculum, these technologies should have been taught in the prerequisite courses. From the prerequisite courses, our students know the fundamentals of the programming language (in our case C++) and IDE (in our case Visual studio). Although their knowledge of these technologies is not perfect, it is usually sufficient for the purposes of 1SEC. However our typical students lack the knowledge of other technologies that are essential for realistic projects, because they are not covered in prerequisite classes or they are covered only incompletely. In that situation, we have to review them in 1SEC or even cover them for the first time.

To cover these technologies in full would require a substantial class time and jeopardize the goals of the course. Moreover there is a wide selection of alternatives among the technologies and knowledge of a specific technology portfolio is a very narrowly specialized asset. Also, the life span of the technologies is often short; the software engineering professionals must update their technology knowledge regularly, and therefore this part of the course – although necessary - has only a temporary value. For all these reasons, we decided to teach only the minimal technology portfolio that allows us to explain the code development principles and supports selected projects; we believe that this is sufficient for 1SEC and further exploration of technologies should be taught in other contexts.

In order to preserve the objectives of the course, we decided that this remedial part should be limited to a small fraction of the course, focusing only on the most important issues. The technologies review now takes less than 20% of the course time, preserving the rest of the course for the main course objectives. We believe that devoting larger part of the course to the technologies would come at the expense of these course objectives; our experience is formulated as the first of the “seven deadly sins”:

| Deadly sin #1: Technologies that support software development occupy too much of the course and insufficient time is left for the main course objectives. |

B. Code Development

As Figure 1 presents, we consider the skills needed for the realistic code development to be the most important objective of 1SEC. The notion of the “realistic code development” needs additional elaboration. In our experience, the “realistic code” has the following attributes:

- Realistic size and complexity (between 50 KLOC and 500 KLOC)
- Realistic demands on correctness (between 1 and 3 faults/KLOC)
- Moderate technical debt present in the code

Please note that projects that do not reach this “realistic” range, with less than 50 KLOC or textbook-perfect code, may permit unrealistic practices that cannot be applied to the real-world projects. In a well-balanced curriculum, we believe the place for these practices is in prerequisites. On the other hand, projects beyond this range may require additional advanced practices that do not fit within the possibilities of 1SEC, and therefore we believe they belong to the next layer of the pyramid in Figure 1. Those are projects with code larger than 500 KLOC, projects with extreme demands on code correctness, or the projects with decayed code. These projects require advanced practices and our experience indicates that the middle students in 1SEC are not ready for them.

There have been numerous practices of code development proposed or used, including the old waterfall practices where code development consists of the program design and consequent implementation of the code from scratch according to this design. However there has been a paradigm shift away from waterfall and towards evolutionary-iterative-agile development, caused by the volatility of requirements, technologies, and stakeholder knowledge [3]. The data indicate that the old waterfall is nowadays practiced only in small minority of projects, and that the evolutionary-iterative-agile paradigm is the new mainstream [4].

Based on these data, we concluded that the waterfall-based practices no longer belong to the core knowledge; instead,
they belongs to the “advanced practices” of the pyramid of Figure 1. Nevertheless it should be noted that the paradigm shift has not been fully completed, and hence we still see lingering controversies and misunderstandings that are typical of paradigm shifts [5].

The most common code development task in the evolutionary-iterative-agile practice is an addition of a new feature to an existing code, or software change (SC) [6]; it is a task that enriches the existing software by a new requested feature, or it corrects a bug, or refactors the code. It is a fundamental part of all evolutionary, iterative, and agile software development processes. Repeated SC constitutes iterations, and repeated iterations constitute the agile and iterative processes [7].

Since there are serious time constraints in 1SEC, we believe that filling 1SEC with peripheral code development practices creates a situation where the essential practices will not be covered in sufficient depth and this observation is summarized as a deadly sin:

**Deadly sin #2: The course concentrates on the practices that are out of the current mainstream of the code development.**

Falling into this sin creates a chasm between the classroom and the practice that many students may be unable to cross. Others may learn only primitive and self-invented versions of SC on their own and that will limit their future effectiveness. The software engineering profession suffers from various ills and the lack of formal training in the most common software engineering task, SC, may be a significant contributor to it. In our course, teaching SC and various aspects of it covers about a half of the 1SEC.

In our experience the student skills have to be built in a step-by-step fashion, where the knowledge of the previous level serves as a foundation for the next level, as represented by Figure 1. We found that an attempt to bypass the levels and try to build higher level skills without creating a sufficient foundation of simpler skills beforehand, leads to disruptions in the learning process that again falls heavily on the middle student. For example, teaching advanced team practices to students who do not have experience in the fundamentals of the realistic code development is one such misstep, formulated as another deadly sin:

**Deadly sin #3: The course emphasizes the advanced practices and roles that the middle students are not ready for.**

C. Survey of Software Engineering

The other objective of ISEC as taught at WSU is to survey the rest of the software engineering discipline; it is the traditional part of ISEC and there is a room for it at the end of the course. Within that limited time, we try to survey a representative selection of the remaining software engineering topics.

For example, we survey the advanced or less common practices of code development, advanced team practices, including team practices of agile and directed teams, software engineering ethics, software management, and so forth. The survey fills the end of the course, after the lectures on the code development have finished. The experience with the survey is summarized in the following way:

**Deadly sin #4: The survey of software engineering discipline occupies too much of the course and insufficient time is left for the main course objectives.**

D. ISEC Project

The ISEC project gives the students the opportunity to practice their new knowledge. We believe that it is a formative experience which will stay with them for a long time. At WSU, our project selection has been guided by the following criteria:

- Technology of the projects should correspond to the technologies portfolio that the students know. It should be possible to teach the missing parts of the portfolio within the time constraints of ISEC.
- Project should be based on a realistic code, as explained in section II.B. The project should also give students an opportunity to study and learn properties of a realistic program.
- The best project domains are the ones that the students are already familiar with, or are easy to learn; there is no time in ISEC to delve into complex and unfamiliar domains. Examples of suitable domains are various drawing, editing, and file managing programs that are grasped by the students immediately.

Based on our experience, we are trying to avoid excessively demanding projects that would turn the ISEC project into an academic version of a “death march” projects [8]. We believe that such experience is a big turn-off for all participants and creates the wrong image of the profession at the very start. We believe that ISEC load should be comparable to the load in other courses in the curriculum.

An unfamiliar project domain can contribute to the project difficulty because the students may have to study the domain in order to understand the software. Since the same code development skills can be learned in domains that are already familiar to the students, and since the course is already “busy” and there is no time to explore completely unfamiliar project domains, we formulated this obstacle in the following way:

**Deadly sin #5: The course project is excessively demanding and it is an academic equivalent of “death march” project, giving students a wrong impression of software engineering practice. Unfamiliar and difficult domain may be a contributing factor to the project difficulty.**
The opposite extreme is the make-believe projects that instructors sometimes tolerate while trying to avoid the death-march projects; these projects deal with the limitations of the semester by hollowing-out the engineering practices. As a result, these projects aim to superficially impress a casual observer. The most common casualty is the code verification; typically there are very few unit tests, there is no measurement of code testing coverage, and so forth. These projects fail to teach sound software engineering practices. Projects of this kind may play a role in prerequisite courses where the issue is to build up the student confidence, but they do not have a place in software engineering course.

**Deadly sin #6:** The course project aims at superficially impressing a casual observer, instead of emphasis on sound software engineering practices.

Another issue that we dealt with is the issue of individual accountability in the software projects. We noted that often, the whole team is graded by the same grade, or there is an internal evaluation among the team students that results in the grade. This internal evaluation is more often based on popularity rather than a true contribution to the joint effort and we believe that it is unfair for the students to receive a collective grade. We noted that this arrangement is particularly stressful to the best students who aspire for good grade.

Individual visibility can be accomplished in team projects, where the individual students are graded based on their commits to the version control database. These projects still require team communication and collaboration, but they make the individual contribution clearly visible. They avoid the injustice that is often present in the team projects where the individual contribution is invisible to the instructor.

**Deadly sin #7:** In the course project, students are graded based on the work of others, frequently resulting in unfair grades and undue stress for the best students.

III. OUTLINE OF ISEC AT WSU

The ISEC at WSU follows the philosophy described in the previous section. ISEC is a required upper division course and has 3+1 format, i.e. 3 credit lecture with course number csc4110, and 1 credit co-requisite lab with course number csc4111. This format is identical to our other required courses of the undergraduate curriculum and this course does not present any excessive demands on the resources.

The prerequisite is a Data Structures course, and ISEC is followed by a capstone course where some of the advanced practices of the pyramid of Figure 1 are taught, particularly team practices. The selection of the material for ISEC is explained in detail in a new textbook [9]; this section presents a brief summary.

A. Technology Portfolio

At the beginning of the lectures, the instructor reviews the technology portfolio that is necessary to start the lectures on SC and to start the projects. The portfolio we selected is a minimal portfolio for this purpose, and it consists of the elements of object oriented technology, select UML diagrams, class dependency graphs, and the version control system basics.

In parallel, the lab gives students hands-on experience with these technologies. The students receive individual accounts on the servers, decide what hardware resources they are going to use for their version control client (their own laptop or a university lab computer), install client version control system (Tortoise), form teams, and become familiar with the software project. They refresh their knowledge of software environment (Visual Studio), and learn the basics of version control system (Subversion). They also learn the fundamentals of the specific GUI technology that is a part of their project code.

Testing tools are covered in the lab later in the semester, in conjunction with the lectures on software verification. As mentioned earlier, less than 20% of the course time covers the technology portfolio.

B. Lectures on Code Development

Adding a feature to existing software, or software change, is the central topic of the lectures. We use phased model of SC of Figure 2 where the chevrons represent various phases of SC model; enacted SC consists of some or all of these phases.

![Figure 2: Process of adding feature (phased model of software change)](image)

The first phase is the **initiation** that deals with the backlog of requirements for the new features. The lectures cover...
requirements elicitation that adds new requirements to the backlog, requirements analysis, and prioritization.

The requirement selected for implementation is the “change request” and it is the starting point of the next phase. Concept location finds the code snippet in the existing code that must be changed in order to implement this change request. Concept location can be a small task in small programs, but it can be a considerable task in large programs [10]. Our lectures cover two techniques of concept location, grep and dependency search. Once the location of the change is found, impact analysis determines the strategy and full extent of the SC [11]. Concept location and impact analysis together constitute SC design that results in a plan for the implementation of SC.

These preparatory phases are followed by the phases that consist of real code modifications. Actualization implements the new functionality and incorporates it into the old code. The techniques of incorporation discussed in the lectures include incorporation through polymorphism, introduction of a new component, introduction of a new composite, replacement of the old component by a new one, and replacement of the old composite by a new one. Actualization may also require change propagation that makes secondary changes in the old code.

Refactoring changes the code structure but does not change the functionality [12]; it is done before actualization in order to prepare the code for it (prefactoring), or after actualization to clean the aftermath (postfactoring). A set of fundamental refactorings (class component extraction, base class extraction, function extraction, etc.) is covered in the lecture. All code modifying phases include verification by either testing or inspection, see Figure 2.

SC conclusion commits the code updates to project repository and may involve creation of new baseline or release of the new version to the customers. Both initiation and conclusion are phases in which the whole team may participate, denoted in Figure 2 by hatching.

The process of SC and its individual phases are illustrated by numerous examples, both small ones that make explicit the principle involved, and large ones that illustrate their power in the realistic code setting. Examples of changes that follow phased model of SC process are in [9, 13, 14].

C. Survey of Software Engineering

The last part of the ISEC lectures deal with a brief survey of the rest of software engineering discipline. It presents briefly a survey of additional code development practices that the previous part of ISEC was unable to cover. In particular, it presents team practices that are used in agile and directed iterative processes and belong to the next layer of "advanced practices" in Figure 1.

Then we cover the design-and-code practices that are used in initial development of software from scratch and still influence some 20% of software projects [4]. We also present concluding stages of the software life-span including reasons for the end of software evolution, practices of software servicing stage, and practices of phase-out, and closedown of software. Reengineering that returns decayed software back into evolution is also briefly presented at this point.

Further course lectures survey a broader selection of topics from related disciplines and include professional ethics, related computing disciplines (computer engineering, computer science, and information technology), software management, and ergonomics. In our experience, this part of the course covers less than 30% of the course time. More complete description of these topics covered at WSU can be found in [9].

D. Lab

A one credit lab runs in parallel with the lectures. Its main topic is the ISEC project that teaches the students how to apply the knowledge gained in the lectures in a realistic setting. A supporting goal of the lab is to give students hands-on experience with all technologies that are involved in the project, as discussed in Section III.A.

Each student team is assigned a specific open source project and each student in the team is assigned different change requests; there are deadlines by which the students have to commit their code that implements the change requests. The instructor or a teaching assistant supply all the other process roles, in particular the management of the process. They assign the change requests to the individual students, help them solve the conflicts, and help to create new baseline after each deadline, when all new code from all team students has been committed to the repository.

The code changes that are required of students are of increasing complexity. The first change typically requires only concept location and a minimal code modification that does not propagate to other classes; the purpose is to give students training in concept location. Second change already propagates to several classes and may involve all phases of the SC model, but does not involve conflict with other team members. The third change usually involves conflict with other team members that the students must resolve.

The change requests originate from the official backlog of the selected projects; sometimes these change requests have to be clarified and described in more detail. Change requests from the official backlog also may be decomposed into several related tasks and distributed among the team members; this usually leads to code conflicts and gives students experience in team cooperation.

In our courses, the pace has been three weeks per software change that allows three software changes during the semester. This schedule gives us sufficient time at the beginning of the semester to practice the project technologies, and avoids the crunch time during the last week at the end of the semester. We selected this pace in order to make the course load in our course approximately equal to the course loads in other computer science courses. Nevertheless we have been frequently discussing a possibility to require more software changes with shorter deadlines.

The individual portion of student grades are based on student’s code commits and the corresponding reports that the students are asked to prepare. The reports have the following parts:
The change request as it was understood by the student, with all necessary clarifications
Files, classes, and methods inspected during each phase of SC
The dependencies between the classes inspected as they were understood by the student
A detailed description of the actualization and all refactorings
Conflicts that may have occurred when the changed code was committed, and description how they were resolved
Outside sources of information or help used by the student
A time log of all SC activities.

The team portion of the student grades consists of an evaluation of the interactions among team members. Students collaborate with other team members to resolve code change conflicts, commit updated files into the version control system repository, and achieve a successful build that includes the new functionality. Through analysis of the version control system data, the student reports, and interviews whenever necessary, the instructor can identify those team members who caused problems. The students cannot hide in their team and are not being unduly punished because of someone else’s actions.

The most successful open source projects that we have used during the last years are C++ projects NotePad++, which uses the Scintilla framework and has 333 KLOC, and WinMerge, which uses MFC framework and has 68 KLOC. These projects satisfy our criteria of realistic code from Section II.B. An example of a change in NotePad++ that we use for demonstration of the phases of SC is “Allow the user to set a custom zoom rate value.”

E. History of the Course
An earlier graduate version of our course was described in [15]. After experience with this course on the graduate level, we concluded that the best place for the course was in the upper division of our computer science curriculum, because we want our undergraduates to acquire the fundamental software engineering skills that this type of the course teaches.

In order to move it to the undergraduate level, the content and the pace of the course was adjusted to fit the background and knowledge of our undergraduate students. We had to increase the initial part of the course where the technology portfolio is reviewed and also restrict the selection of the projects because of the smaller student experience with various technologies. For example, Java projects that we used on graduate level are no longer usable in our undergraduate curriculum, because we had to restrict the selection of the projects to C++ that the students are familiar with.

IV. Assessment
At the end of the course, we conduct a course assessment and distribute a questionnaire that gives the students an opportunity to rate the course and give their comments. The students generally like the course and their positive attitude is reflected in their comments.

A. Survey
We also conducted a survey and received 20 responses from 82 recent students who took the course in the past. The survey questions and responses are summarized in Table I. The response rate 21/82 corresponds to expected response rate for internet surveys [16].

<table>
<thead>
<tr>
<th>Table I. Results of Survey</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Question and responses</strong></td>
</tr>
<tr>
<td>Total number of respondents</td>
</tr>
<tr>
<td>Software Development Process</td>
</tr>
<tr>
<td>Agile</td>
</tr>
<tr>
<td>Waterfall</td>
</tr>
<tr>
<td>Iterative</td>
</tr>
<tr>
<td>Other (adhoc)</td>
</tr>
<tr>
<td>Type of Project</td>
</tr>
<tr>
<td>Legacy SW</td>
</tr>
<tr>
<td>Mobile</td>
</tr>
<tr>
<td>Desktop application</td>
</tr>
<tr>
<td>Web programming</td>
</tr>
<tr>
<td>Other</td>
</tr>
<tr>
<td>Language</td>
</tr>
<tr>
<td>C++</td>
</tr>
<tr>
<td>C#</td>
</tr>
<tr>
<td>JavaScript</td>
</tr>
<tr>
<td>Java</td>
</tr>
<tr>
<td>PHP</td>
</tr>
<tr>
<td>Other</td>
</tr>
<tr>
<td>Team size</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>2-4</td>
</tr>
<tr>
<td>4-8</td>
</tr>
<tr>
<td>8-16</td>
</tr>
<tr>
<td>Large</td>
</tr>
<tr>
<td>Which of the following skills have been useful in your project?</td>
</tr>
<tr>
<td>Version control</td>
</tr>
<tr>
<td>Working in a team</td>
</tr>
<tr>
<td>Software change process</td>
</tr>
<tr>
<td>Requirements analysis</td>
</tr>
<tr>
<td>Concept location</td>
</tr>
<tr>
<td>Impact analysis</td>
</tr>
<tr>
<td>Refactoring</td>
</tr>
<tr>
<td>Unit testing</td>
</tr>
<tr>
<td>Functional testing</td>
</tr>
<tr>
<td>Regression testing</td>
</tr>
</tbody>
</table>

In the table, shaded rows correspond to the question and the count in the same row is the total number of respondents who responded that particular question. Following rows contain the answers and counts for each answer. Note the high level of perceived usefulness for skills of version control, work in a team, and concept location.
As a part of survey, we also collected comments. Examples of the comments are:

“Good course. Provides good foundation for Software Engineering field. I think it would be beneficial to do course projects in Linux/Unix environments. We use Linux version of CVS.”

“More testing examples would be helpful. e.g. unit testing/functional testing. I liked the way we had to do work on Notepad++ for our lab, it was very helpful.”

“It was an awesome class, and I legitimately learned a lot. It helped me in future interviews, and to get me to my current position today.”

“While (I am) not assigned to a software development project, having the education and knowledge to fit into an existing team are handy.”

“The lab section was especially useful!!!”

Another indirect feedback was provided in the following way: Many graduates of the course work for the local software companies, and last semester, two of these companies announced open positions to the participants in the course during the semester.

B. Implications for Curriculum

The experience with 1SEC also indicates problems in the prerequisites; we believe that the students should be taught a broader technologies portfolio in the prerequisite courses. This would free 1SEC from the need to spend too much time on the technologies, and open a wider selection of projects for the hands-on experience.

We also advocate follow-up software engineering courses where the students can learn and experience additional code development practices such as initial development of an application from scratch, reengineering of decayed software, or learn other software engineering roles like the role of the tester, project manager, member of an agile team, and so forth; there was not sufficient time for these in 1SEC, and the brief survey at the end of 1SEC would be greatly enhanced by additional exposure and practice of these practices and roles.

VI. RELATED WORK

Many software engineering textbooks and ACM/IEEE Computer Society 2008 curriculum still recommend 1SEC as a survey course [17]. Contrary to that, the paper by Mary Shaw that was quoted in Section I, recommends refocusing the teaching in 1SEC on “distinct roles in software development” [2]. Several authors followed that recommendation; here we survey some papers that concentrate specifically on the role of software developer and are related to our approach.

An example of a software engineering course that is oriented to a development of a small game-playing program from scratch is reported in [18]. Some authors explored a better integration of the technologies into undergraduate curriculum and hence they address the “technologies” layer of Figure 1; an example is in [19].

The closest to our approach are the techniques that use open source projects in teaching software engineering. A course that partially drew on our earlier experience and emphasizes open source software projects is described in [20]; a similar approach was adopted by [21]. Compared to these courses, we teach details of the phased model of SC that allows our students to fully learn the foundations of evolutionary-interactive-agile processes.

Numerous approaches deal with practices that belong to the “advanced” layers of the pyramid in Figure 1, and in our view, are suitable for the courses that follow 1SEC, after the students mastered the basics of the evolutionary-interactive-agile code development. Wide variety of the practices that were used in industry or proposed by research have been taught in these courses. For example, team practices, including team management, are taught in [22]. The collaborative development that uses reputation of the participants as a motivating factor has been taught in [23]. Software development in distributed environment has been reported in [24]. Pair programming was a main topic of many courses, including [25, 26].

VI. SUMMARY AND FURTHER WORK

The First Software Engineering Course (1SEC) described in this paper teaches the fundamental software development skills of the current mainstream practice. It gives the students a realistic glimpse of the software developer’s work, which is in our opinion the best gateway to software engineering profession. Software developer’s work in the current mainstream practice emphasizes the evolutionary-interactive-agile development, which is based on repeated change of the existing software by adding new features to it or removing known bugs. A substantial part of our course deals with this aspect of the current practice.

A valuable part of the course is the opportunity for students to practice their skills with software of realistic size, realistic correctness expectations, and moderate technical debt. This opportunity is offered by select open source projects that we use in our course, and we ask students to evolve them as their course project.

The course also offers a very brief overview of the software engineering discipline, within the time limits of the one-semester course. The feedback from the students in the course is very positive. The contents of the course has been summarized in a recently published textbook [9].

Our experience indicates that other more advanced code development practices and other more advanced software engineering roles should be taught in follow-up courses where 1SEC serves as a prerequisite. These additional skills build on the foundation that is established in 1SEC.

Based on student feedback, we are evolving tools that support various code development tasks. For example, tool JRipples helps students in planning and executing software change [27]. A seamless programming environment that supports all tasks and activities of code development in an easy-to-learn form is also a desirable research goal [14]. An interesting idea of inverted classroom, where the emphasis moves from the lecture to the project, is also something to be explored in the context of the course contents that was presented in this paper [28].
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